**Python List**

1).Python lists are the data structure that is capable of holding different type of data.

2).Python lists are mutable i.e., Python will not create a new list if we modify an element in the list.

3).It is a container that holds other objects in a given order. Different operation like insertion and deletion can be performed on lists.

4).A list can be composed by storing a sequence of different type of values separated by commas.

5).A python list is enclosed between square([]) brackets.

6).The elements are stored in the index basis with starting index as 0.

**eg:**

1. data1=[1,2,3,4];
2. data2=['x','y','z'];
3. data3=[12.5,11.6];
4. data4=['raman','rahul'];
5. data5=[];
6. data6=['abhinav',10,56.4,'a'];

**Accessing Lists**

A list can be created by putting the value inside the square bracket and separated by comma.

**Syntax:**

1. <list\_name>=[value1,value2,value3,...,valuen];

For accessing list :

1. <list\_name>[index]

Different ways to access list:

**Eg:**

1. data1=[1,2,3,4];
2. data2=['x','y','z'];
3. print data1[0]
4. print data1[0:2]
5. print data2[-3:-1]
6. print data1[0:]
7. print data2[:2]

**Output:**

>>>

>>>

1

[1, 2]

['x', 'y']

[1, 2, 3, 4]

['x', 'y']

>>>

**Elements in a Lists:**

1. Data=[1,2,3,4,5];

![python string](data:image/png;base64,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)

1. Data[0]=1=Data[-5] , Data[1]=2=Data[-4] , Data[2]=3=Data[-3] ,
2. =4=Data[-2] , Data[4]=5=Data[-1].

Note: Internal Memory Organization:  
List do not store the elements directly at the index. In fact a reference is stored at each index which subsequently refers to the object stored somewhere in the memory. This is due to the fact that some objects may be large enough than other objects and hence they are stored at some other memory location.

**List Operations:**

Various Operations can be performed on List. Operations performed on List are given as:

**a) Adding Lists:**

Lists can be added by using the concatenation operator(+) to join two lists.

**Eg:**

1. list1=[10,20]
2. list2=[30,40]
3. list3=list1+list2
4. print list3

**Output:**

1. >>>
2. [10, 20, 30, 40]
3. >>>

Note: '+'operator implies that both the operands passed must be list else error will be shown.

**Eg:**

1. list1=[10,20]
2. list1+30
3. print list1

**Output:**

1. Traceback (most recent call last):
2. File "C:/Python27/lis.py", line 2, in <module>
3. list1+30

**b) Replicating lists:**

Replicating means repeating . It can be performed by using '\*' operator by a specific number of time.

**Eg:**

1. list1=[10,20]
2. print list1\*1

**Output:**

1. >>>
2. [10, 20]
3. >>>

**c) List slicing:**

A subpart of a list can be retrieved on the basis of index. This subpart is known as list slice.

**Eg:**

1. list1=[1,2,4,5,7]
2. print list1[0:2]
3. print list1[4]
4. list1[1]=9
5. print list1

**Output:**

1. >>>
2. [1, 2]
3. 7
4. [1, 9, 4, 5, 7]
5. >>>

Note: If the index provided in the list slice is outside the list, then it raises an IndexError exception.

**Other Operations:**

Apart from above operations various other functions can also be performed on List such as Updating, Appending and Deleting elements from a List:

**a) Updating elements in a List:**

To update or change the value of particular index of a list, assign the value to that particular index of the List.

**Syntax:**

1. <list\_name>[index]=<value>

**Eg:**

1. data1=[5,10,15,20,25]
2. print "Values of list are: "
3. print data1
4. data1[2]="Multiple of 5"
5. print "Values of list are: "
6. print data1

**Output:**

1. >>>
2. Values of list are:
3. [5, 10, 15, 20, 25]
4. Values of list are:
5. [5, 10, 'Multiple of 5', 20, 25]
6. >>>

**b) Appending elements to a List:**

append() method is used to append i.e., add an element at the end of the existing elements.

**Syntax:**

1. <list\_name>.append(item)

**Eg:**

1. list1=[10,"rahul",'z']
2. print "Elements of List are: "
3. print list1
4. list1.append(10.45)
5. print "List after appending: "
6. print list1

**Output:**

1. >>>
2. Elements of List are:
3. [10, 'rahul', 'z']
4. List after appending:
5. [10, 'rahul', 'z', 10.45]
6. >>>

**c) Deleting Elements from a List:**

del statement can be used to delete an element from the list. It can also be used to delete all items from startIndex to endIndex.

**Eg:**

1. list1=[10,'rahul',50.8,'a',20,30]
2. print list1
3. del list1[0]
4. print list1
5. del list1[0:3]
6. print list1

**Output:**

1. >>>
2. [10, 'rahul', 50.8, 'a', 20, 30]
3. ['rahul', 50.8, 'a', 20, 30]
4. [20, 30]
5. >>>

**Functions and Methods of Lists:**

There are many Built-in functions and methods for Lists. They are as follows:

**There are following List functions:**

|  |  |
| --- | --- |
| **Function** | **Description** |
| min(list) | Returns the minimum value from the list given. |
| max(list) | Returns the largest value from the given list. |
| len(list) | Returns number of elements in a list. |
| cmp(list1,list2) | Compares the two list. |
| list(sequence) | Takes sequence types and converts them to lists. |

**1) min(list):**

**Eg:**

1. list1=[101,981,'abcd','xyz','m']
2. list2=['aman','shekhar',100.45,98.2]
3. print "Minimum value in List1: ",min(list1)
4. print "Minimum value in List2: ",min(list2)

**Output:**

1. >>>
2. Minimum value in List1:  101
3. Minimum value in List2:  98.2
4. >>>

**2) max(list):**

**Eg:**

1. list1=[101,981,'abcd','xyz','m']
2. list2=['aman','shekhar',100.45,98.2]
3. print "Maximum value in List : ",max(list1)
4. print "Maximum value in List : ",max(list2)

**Output:**

1. >>>
2. Maximum value in List :  xyz
3. Maximum value in List :  shekhar
4. >>>

**3) len(list):**

**Eg:**

1. list1=[101,981,'abcd','xyz','m']
2. list2=['aman','shekhar',100.45,98.2]
3. print "No. of elements in List1: ",len(list1)
4. print "No. of elements in List2: ",len(list2)

**Output:**

1. >>>
2. No. of elements in List1 :  5
3. No. of elements in List2 :  4
4. >>>

**4) cmp(list1,list2):**

Explanation: If elements are of the same type, perform the comparison and return the result. If elements are different types, check whether they are numbers.

* If numbers, perform comparison.
* If either element is a number, then the other element is returned.
* Otherwise, types are sorted alphabetically .

If we reached the end of one of the lists, the longer list is "larger." If both list are same it returns 0.

**Eg:**

1. list1=[101,981,'abcd','xyz','m']
2. list2=['aman','shekhar',100.45,98.2]
3. list3=[101,981,'abcd','xyz','m']
4. print cmp(list1,list2)
5. print cmp(list2,list1)
6. print cmp(list3,list1)

**Output:**

1. >>>
2. -1
3. 1
4. 0
5. >>>

**5) list(sequence):**

**Eg:**

1. seq=(145,"abcd",'a')
2. data=list(seq)
3. print "List formed is : ",data

**Output:**

1. >>>
2. List formed is :  [145, 'abcd', 'a']
3. >>>

**There are following built-in methods of List:**

|  |  |
| --- | --- |
| **Methods** | **Description** |
| index(object) | Returns the index value of the object. |
| count(object) | It returns the number of times an object is repeated in list. |
| pop()/pop(index) | Returns the last object or the specified indexed object. It removes the popped object. |
| insert(index,object) | Insert an object at the given index. |
| extend(sequence) | It adds the sequence to existing list. |
| remove(object) | It removes the object from the given List. |
| reverse() | Reverse the position of all the elements of a list. |
| sort() | It is used to sort the elements of the List. |

**1) index(object):**

**Eg:**

1. data = [786,'abc','a',123.5]
2. print "Index of 123.5:", data.index(123.5)
3. print "Index of a is", data.index('a')

**Output:**

1. >>>
2. Index of 123.5 : 3
3. Index of a is 2
4. >>>

**2) count(object):**

**Eg:**

1. data = [786,'abc','a',123.5,786,'rahul','b',786]
2. print "Number of times 123.5 occured is", data.count(123.5)
3. print "Number of times 786 occured is", data.count(786)

**Output:**

1. >>>
2. Number of times 123.5 occured is 1
3. Number of times 786 occured is 3
4. >>>

**3) pop()/pop(int):**

**Eg:**

1. data = [786,'abc','a',123.5,786]
2. print "Last element is", data.pop()
3. print "2nd position element:", data.pop(1)
4. print data

**Output:**

1. >>>
2. Last element is 786
3. 2nd position element:abc
4. [786, 'a', 123.5]
5. >>>

**4) insert(index,object):**

**Eg:**

1. data=['abc',123,10.5,'a']
2. data.insert(2,'hello')
3. print data

**Output:**

1. >>>
2. ['abc', 123, 'hello', 10.5, 'a']
3. >>>

**5) extend(sequence):**

**Eg:**

1. data1=['abc',123,10.5,'a']
2. data2=['ram',541]
3. data1.extend(data2)
4. print data1
5. print data2

**Output:**

1. >>>
2. ['abc', 123, 10.5, 'a', 'ram', 541]
3. ['ram', 541]
4. >>>

**6) remove(object):**

**Eg:**

1. data1=['abc',123,10.5,'a','xyz']
2. data2=['ram',541]
3. print data1
4. data1.remove('xyz')
5. print data1
6. print data2
7. data2.remove('ram')
8. print data2

**Output:**

1. >>>
2. ['abc', 123, 10.5, 'a', 'xyz']
3. ['abc', 123, 10.5, 'a']
4. ['ram', 541]
5. [541]
6. >>>

**7) reverse():**

**Eg:**

1. list1=[10,20,30,40,50]
2. list1.reverse()
3. print list1

**Output:**

1. >>>
2. [50, 40, 30, 20, 10]
3. >>>

**8) sort():**

**Eg:**

1. list1=[10,50,13,'rahul','aakash']
2. list1.sort()
3. print list1

**Output:**

1. >>>
2. [10, 13, 50, 'aakash', 'rahul']
3. >>>